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15.1. Develop a software tool that will compute cyclomatic complexity for a programming lan-
guage module. You may choose the language.

15.2. McCall's quality factors were developed during the 1970s. Almost every aspect of com-
puting has changed dramatically since the time that they were developed, and yet, McCall's fac-
tors continue to apply to modern software. Can you draw any conclusions based on this fact?

15.3. Try to come up with a measure or metric from everyday life that violates the attributes of
effective software metrics defined in Section 15.2.5.

15.4. A class, X, has 12 operations. Cyclomatic complexity has been computed for all opera-
tions in the OO system, and the average value of module complexity is 4. For class X, the com-
plexity for operations 1 to 121is 5, 4, 3, 3, 6, 8, 2, 2, 5, 5, 4, 4, respectively. Compute the weighted
methods per class.

15.5. A system has 12 external inputs, 24 external outputs, fields 30°different external queries,
manages 4 internal logical files, and interfaces with 6 different legacy systems (6 EIFs). All of
these data are of average complexity, and the overall system is relatively simple. Compute FP
for the system.

15.6. Measurement theory is an advanced topic that has a strong bearing on software metrics.
Using [ZUS97], [FEN91], [ZUS90], [KYB84] or some other source, write a brief paper that out-
lines the main tenets of measurement theory. Individual project: Develop a presentation on the
subject and present it to your class.

15.7. Why is it that a single, all-encompassing metric cannot be developed for program com-
plexity or program quality?

15.8. A major information system has 1140 modules. There are 96 modules that perform con-
trol and coordination functions and 490 modules whose function depends on prior processing.
The system processes approximately 220 data objects that each have an average of three at-
tributes. There are 140 unique data base items and 90 different database segments. Finally, 600
modules have single entry and exit points. Compute the DSQI for this system.

15.9. A legacy system has 940 modules. The latest release required that 90 of these modules
be changed. In addition, 40 new modules were added and 12 old modules were removed. Com-
pute the software maturity index for the system.

15.10. Develop a small software tool that will perform a Halstead analysis on programming
language source code of your choosing.

15.11. Software for System X has 24 individual functional requirements and 14 nonfunc-
tional requirements. What is the specificity of the requirements? The completeness?
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There is a surprisingly large number of books that are dedicated to software metrics, although
the majority focus on process and project metrics to the exclusion of product metrics. Kan (Met-
rics and Models in Software Quality Engineering, Addison-Wesley, second edition, 2002), Fenton
and Pfleeger (Software Metrics: A Rigourous and Practical Approach, Brooks-Cole Publishing,
1998), and Zuse [ZUS97] have written thorough treatments of product metrics.

Books by Card and Glass [CAR90], Zuse [ZUS90], Fenton [FEN91], Ejiogu [EJI91], Moeller
and Paulish (Software Metrics, Chapman and Hall, 1993), and Hetzel [HET93] all address prod-
uct metrics in some detail. Oman and Pfleeger (Applying Software Metrics, IEEE Computer So-
ciety Press, 1997) have edited an anthology of important papers on software metrics. In
addition, the following books are worth examining:

Conte, S. D., H. E. Dunsmore, and V. Y. Shen, Software Engineering Meirics and Models,
Benjamin-Cummings, 1984.

Grady, R. B., Practical Software Metrics for Project Management and Process Improvement,
Prentice-Hall, 1992.

Sheppard, M., Software Engineering Metrics, McGraw-Hill, 1992.

The theory of software measurement is presented by Denvir, Herman, and Whitty in an ed-
ited collection of papers (Proceedings of the International BCS-FACS Workshop: Formal Aspects of
Measurement, Springer-Verlag, 1992). Shepperd (Foundations of Software Measurement, Prentice-
Hall, 1996) also addresses measurement theory in some detail. Current research is presented in
the Proceedings of the Symposium on Software Metrics (IEEE, published annually).

A comprehensive summary of dozens of useful software metrics is presented in [IEE94]. In
general, a discussion of each metric has been distilled to the essential “primitives” (measures)
required to compute the metric and the appropriate relationships to effect the computation.
An appendix provides discussion and many references.

Whitmire [WHI97} presents the most comprehensive and mathematically sophisticated treat-
ment of OO metrics published to date. Lorenz and Kidd [LOR94] and Hendersen-Sellers (Object-
Oriented Metrics: Measures of Complexity, Prentice-Hall, 1996) offer the only other books
dedicated to OO metrics. Hutcheson (Software Testing Fundamentals: Methods and Metrics, Wi-
ley, 2003) presents useful guidance in the application and use of metrics for software testing.

A wide variety of information sources on software metrics are available on the Internet. An
up-to-date list of World Wide Web references that are relevant to software metrics can be found
at the SEPA Web site:
http://www.mhhe.com/pressman.
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n this part of Software Engineering: A Practitioner’s Approach
you'll learn about the principles, concepts, and methods that L
are used to create high-quality Web applications. These quesf B

tions are addressed in the chapters that follow:

Are Web applications (WebApps) dxfferent from other types of
software?

What is Web engineering, and what elements of software en-
gineering practice can it adopt?

What are the elements of a Web engineering process?
How does one formulate and plan a Web engineering project?
How are requirements for WebApps analyzed and m d?

What concepts and pnnc1ples gulde a practmoner in t
sign of WebApps?
How does one conduct architecture, mterface, and nav;gatlon
design for WebApps? : :

What construction techniques can be apphed to 1mp1ement;
the design model?

What testing concepts, principles, and methods are apphcabie
to Web engineering?

Once these questions are answered you'll be better prepared to
engineer high-quality Web applications. :



Key
CONCEPTS
basi questions
best practices
process framework
quality criteria
WebApps
attributes
catogories
Web engincering
methods
process
tools
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Wes
ENGINEERING

he World Wide Web and the Internet that empowers it are arguably the

most important developments in the history of computing. These. tech-

nologies have drawn us all (with billions more who will eventually follow)
into the information age. They have become integral to daily life in the first decade
of the twenty-first century.

For those of us who can remember a world without the Web, the chaotic
growth of the technology harkens back to another era—the early days of software.
It was a time of little discipline, but enormous enthusiasm and creativity. It was a
time when programmers often hacked together systems—some good, some bad.
The prevailing attitude seemed to be “Get it done fast, and get it into the field; we’ll
clean it up (and better understand what we really need to build) as we go.” Sound
familiar?

In a virtual round table published in IEEE Software [PRE98], | staked out my po-
sition with regard to Web engineering:

It seems to me that just about any important product or system is worth engineering.
Before you start building it, you'd better understand the problem, design a workable so-
lution, implement it in a solid way, and test it thoroughly. You should probably also con-
trol changes to it as you work and have some mechanism for ensuring the end result’s
quality. Many Web developers don't argue with this; they just think their world is really
different and that conventional software engineering approaches simply don't apply.
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